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(one BusItem processed by several Consumers)
➢pluggable Balancer orchestrates Producer/Consumer threads to optimize performance
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➢allows BusMembers in JVM-compatible multithreaded languages (Groovy, Scala, Clojure)

➢possibility to re-write a part of the framework in those languages foreseen
➢completely interactive with the graphical interface (various Observers)
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